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1 Purpose
Develop a framework to be used by programmers for the development of graphical model editors for Eclipse.

2 Overview
A model is a semantically complete abstraction of a system where completeness is defined by the requirements placed upon the model by a set of stakeholders. For example, a common language that is used to model software is UML. Among other things, UML can be used to create a class diagram which shows the static structure of classes within a model (i.e., a UML class diagram). Many programmers are familiar with graphical UML editing tools such as Rational Rose or Microsoft Visio. Both of the aforementioned tools maintain a model, and possibly a set of diagrams associated with said model. A diagram is the visual representation of a model or some portion thereof.

Therefore, a Graphical Modeling Editor Framework (GMEF) would be useful to allow for the programmatic creation of a set of graphical editors that can modify an underlying model. This framework should not be dependent upon any given modeling language or persistent representation thereof.

3 Shapes
Shapes represent the core elements that can be modeled in a modeling language. For example, in a UML Class Diagram, a class is represented as a rectangle consisting of the classes name and 2 sections representing the class’s attributes and operations. These shapes map directly to a model element.

4 User Requirements
The user requirements describe the core functionality that the framework must implement. This section describes, at a high level, the core functionality that is expected by the end user (a programmer).

4.1 Eclipse
- The framework should be created and deployed as an Eclipse plug-in and should conform to the best practices described in the book, Eclipse: Building Commercial Quality Plug-ins.
- The framework may (and probably should) be built as an extension to the Eclipse Graphical Editing Framework (GEF).
4.2 Editor

- The user of the framework should be able to programmatically create an editor and a palette of shapes. The palette should consist of the shapes that are valid within a given modeling language.
- Changes in the graphical editor (i.e., the “view”) should be reflected in the underlying model.
- The framework will be capable of saving a “description” of a diagram into a file separate from the model such that the diagram can be “reloaded” and manipulated at a later point in time.
- “Shapes” will be capable of displaying “0 .. n” compartments. By example, the graphical depiction of a class in a UML diagram can have 1 to 3 compartments: the identification compartment, the attribute compartment, and the operations compartment.
- Elements should be selectable, and when selected, can be moved and/or deleted. If deleted all connectors that terminate at the deleted element must also be deleted.

4.3 Connections

- The generic framework should assume the structure of the models being rendered conforms to that of a graph, and be capable of efficiently navigating undirected, cyclic graphs as well as directed acyclic graphs.
- At the minimum connectors (lines that connect one graphical entity to another) should be radial. That is the line should be anchored to the center of each “shape”.
  - It shall be possible to subsequently place vertices into the connector to manually route the connector in the diagram
  - orthogonal (non-radial, right angle) “best-guess” routing of connectors
- Connectors needs to have a distinct concept of ends (i.e., arrows can be dealt with)
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